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Abstract. In this paper we present first steps towards an index based
workflow similarity function. Classical approaches on workflow similarity
perform a pairwise comparison of workflows, thus the workflow similar-
ity function presented in this paper can speedup the calculation as the
comparison is performed on the index.
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1 Introduction

Similarity is a subjective concept, suited for approximate rather than exact rea-
soning [1]. Similarity functions are used in a manifold of applications for example
to retrieve similar cases of a case-base in a case-based reasoning scenario. Work-
flows are ”the automation of a business process, in whole or part, during which
documents, information or tasks are passed from one participant to another for
action, according to a set of procedural rules” [2]. Multiple different similarity
functions for workflows have been presented in the past [3–6]. There is a need
for improvement of the computational performance of workflow similarities. The
similarity function which we present in this paper employs an index to calcu-
late the similarity between two workflows. The similarity computation of two
workflows based on this novel index is much more efficient than the existing
approaches which perform a pairwise comparison on the workflow structure. A
workflow instructs a user to perform certain activities in a certain order. The
workflow index which we present in this paper is based on the precedence relation
for activities. The comparison of two workflows is done by comparing the indices
of the workflows. The index can determine multiple categories of differences be-
tween workflows. It can detect missing activities, it gathers differences in the
positioning of activities, it incorporates discrepancies of control-flow nodes and
it includes the importance of certain activities into the similarity computation.
This paper is organized as follows. In the next section we introduce our index
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and how it is used to determine the similarity of two workflows. It includes a run-
ning example illustrating the index creation. After that we are going to present
some related work on workflow similarity functions and discuss the differences
to our approach. Finally, we draw a short conclusion and provide an outlook on
our future work.

2 Workflow similarity

This section begins with the presentation of our workflow description language.
Then we are going to recapitulate some basic definitions on multisets which
are necessary for the workflow similarity calculation. After that we present the
construction of the index and finally we are going to employ the presented index
to calculate workflow similarities. We have chosen an XML-based language [7]
for workflow descriptions that is part of the CAKE1 system. It is a block-oriented
workflow description language: The control-flow can contain sequences, XOR-,
AND-, LOOP-blocks. These building blocks cannot be interleaved but they can
be nested. Sequences contain at least an activity, XOR-, AND or, LOOP-block.
XOR- and AND-blocks contain at least two sequences. In the case of an XOR-
block one sequence is chosen which is executed. In the case of AND-blocks both
sequences are executed. Fig. 1 contains on the top a sample for a workflow in
BPMN. Activities are represented by rounded rectangles and control-flow nodes
by the diamond with ”X” for XOR-nodes and an ”+” for AND-nodes. The
arrows between the elements represent the control-flow.

We are going to recapitulate some basic definitions of multisets [8] as our
similarity function uses multisets. Multisets are sets which can contain multiple
occurrences of the same element.

Definition 1 (Multiset) Let D be a set. A multiset over D is a pair 〈D, f〉,
where D is a set and f : D → N . is the function.

Definition 2 (Multiset operations) Suppose that A = 〈A, f〉, B = 〈A, g〉
and C = 〈A, h〉 are multisets then multiset operations cardinality, sum and in-
tersection are defined as follows:

card(A) =
∑
a∈A

f(a) .

A ] B = C, with h(a) = f(a) + g(a) .

A ∩ B = C, with h(a) = min
(
f(a), g(a)

)
.

The index creation is illustrated in Fig. 1. The index for a workflow is created
using its executions traces depicted in the middle layer of Fig. 1. A workflow
execution trace is a sequence of activities which represents the order of execution
of activities, as it follows a workflow model. An activity cannot occur multiple
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times in a trace. If a workflow model contains an AND-, XOR- or LOOP-block it
can produce multiple different workflow execution traces. For a given workflow
model it is possible to produce the set of possible execution traces by traversing
every possible path through the workflow. Please note that workflows containing
AND-blocks can produce a large (exponential growth) number of different traces.
The large number of traces is only a problem during the offline creation of the
index. We expect that this problem can be overcome in future by modifying the
trace creation process. Two workflows can be compared using their trace set. A
similarity function based on the trace sets could be derived from the cardinality of
the intersection of the sets. Unfortunately this would result in a very pessimistic
similarity function as one missing activity in a trace compared to another trace
is sufficient that the traces are regarded as unequal. Therefore it is necessary
to split the traces into smaller chunks. A trace of a workflow can be used to
derive a precedence relation of that particular trace. The precedence relation
of two activities is the information that an activity must be performed before
another activity. Due to control-flow nodes a workflow can contain multiple
different, even conflicting precedence relations for two activities. For example
sequences of an AND-block can produce conflicting relations, as the order of
execution between the two sequences in the block is not defined. This conflicting
precedence relations are not a problem for our similarity function as it does not
rely on a single relation but it does collect all relations for a workflow in an
index. A set of traces induces a set of precedence relations. The participants of
the precedence relations are collected by a multiset sum. The resulting multiset
is used as index. It is important that we are using multisets instead of normal
sets. If the index would use normal sets, it would lose a lot of distinctiveness.
Fig. 1 illustrates the creation of the index for a sample workflow.

Definition 3 (Trace precedence relation) Let W be a workflow. Let A be
the set of activities ai of W . Let the sequence of activities w = (am, ..., an) with
am, ..., an ∈ A be an execution trace of W . Then (<w, A,A) is the precedence
relation within a trace w. aq <w as if aq has an earlier position in w than as.

Definition 4 (Trace index) Let W be a workflow and let TW be the set of all
trace precedence relations which can be produced by the workflow W , then the
trace index of W denoted index(W ) is defined as:

index(W ) = ]
∀ti∈TW

<ti .

The similarity between two workflows can be calculated by means of their
index. The index can be precomputed , thus the actual similarity computation
is very fast. The similarity of two indices is computed with a similarity measure
which is an extension of the Dice coefficient [9]. The Dice coefficient is a well-
known similarity measure for normal sets, for two sets A and B Dice(A,B) =
2 |A∩B|
|A|+|B| [9].



Fig. 1: Illustration of index creation of a workflow.

Definition 5 (Workflow similarity) Let W and G be workflows then their
similarity denoted sim(W,G) is defined as:

sim(W,G) =
2 card(index(W ) ∩ index(G))

card(index(W ) ] index(G))
.

Fig. 2 shows how different types of differences between workflows are covered
by the trace index. The first example shows how the similarity functions takes
into account missing activities. In the right workflow, the activity B is miss-
ing and the trace index of the right workflow has only one precedence relation
element in common with the trace index of the left workflow. The example in
middle shows how the similarity function penalizes a misplaced activity. In the
sample workflows the last two activities swapped the position. The trace index
of the left and the right workflow contain one precedence relation element which
is not contained in the trace index of the other workflow. The higher the dif-
ference in positioning of the activities is, the more precedence relation elements
differ and thus the lower similarity is. The last example illustrates how differ-
ent control-flow nodes are taken into account. The trace index does not contain
control-flow nodes explicitly but the semantics of the control-flow nodes are used
during the trace index creation therefore the trace index of the left workflow does



Fig. 2: Illustration of the use of the index for the detection of differences between
workflows.

only contain two precedence relation elements while the right one does contain
four precedence relation elements.

3 Related work

Multiple workflow similarity functions have been presented in the past. Wom-
bacher and Li represent workflows based on its finite set of states [4]. In their
representation states are n-grams, i.e. a sequence of n transition labels ending
in that state. To calculate the distance of two workflows, they calculate the sum
of the minimal distance of the states of a workflow with the states of the other
workflow. The distance of two states is the string edit-distance of the n-grams.
They use multiplicity of the state multisets to weight the distances of the states.
The idea to use state n-grams is similar to our idea of the trace relations and
they too use the multiplicity of multisets as means of weighting. The main dif-
ference to our approach is that they need to calculate the minimal edit-distance
for every state for every pair of workflows in the repository while in our ap-
proach workflows are compared based on their relation-fingerprint. Eshuis and
Grefen define relations between activities of a BPEL process [3]. Based on these
relations and the activities of the workflow a graph can be defined. The authors
define different exact and inexact matchings on that graph. The main advantage
of that approach is that it ignores irrelevant syntactic differences and that it



can be computed in an efficient way too. Our approach takes into account more
details (e.g. the number of occurrences of an activity) and can be computed
efficiently too. Kunze et al. calculate the similarity of two processes based on
their behavioral profile [5]. For the profile they define the relations strict order,
exclusiveness and interleaving order. The profile is built by creating a matrix
with a column and a row for every activity in the process. For every pair of
activities the respective relation name is inserted into the matrix. The similarity
between two workflows is calculated by the Jaccard similarity coefficient of the
two behavioral profiles. The authors show that using the strict order relation
provides the best result. The strict order relation which is used by the author is
similar to our trace relation, but as we are using multisets we take into account
the weight of a relation. Earlier related work [6, 10] use graph based approaches
to compute workflow similarities. In contrast our approach uses an index.

4 Conclusion and future work

In this paper we presented first steps towards a similarity calculation for work-
flows based on an index induced by execution traces. In our future work we will
further improve the approach. We aim to develop a method to handle the large
number of traces created by AND-nodes. In addition we will extend the method
to cover more elements of a workflow like input- and output-objects of activities.
To compare our approach with others we are planning to perform an evaluation.
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